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**Задание**: Найти зависимости средней временной сложности T(n) алгоритма поиска изображений на квадратной картинке размера n x n для n от 100 до 1000 с шагом 100.

**Решение**.

Для анализа сложности алгоритма написана программа, которая считает и выдает средние значения выполненных алгоритмом операций для 1000 случайных массивов с картинками с символом знака меньше. Длина массивов меняется от 100 до 1000.

Текст программы:

#include <fstream>

#include <iostream>

using namespace std;

int\*\* P;

int MAX\_SIZE = 1000;

int n = 100;

int S() {

int k = 0;

for (int i = 0; i < n; i++) {

int size = 0, x = 0, y = 0;

k += 3;

for (int j = 0; j < n; j++) {

if (P[i][j] == 1) {

x = i;

y = j;

k += 3;

while (P[i][y + 1] != 0) {

y++;

k += 3;

}

k += 2;

while (P[i - 1][y] == 0)

{

i++;

size++;

k += 4;

}

k += 2;

x = i;

k += 1;

}

k += 1;

}

/\*if (size != 0) {

cout << "Изображение знака меньше найдено!\n";

cout << "Координаты левого верхнего угла: (" << x - size / 2 << ", " << y - (size-1)<< ")\n";

cout << "Координаты нижнего правого угла: (" << x + size / 2 << ", " << y + (size-1) << ")\n";

cout << endl;

}\*/

}

return k;

}

void F(int x,int y,int t)

{

int x1 = x, y1 = y;

bool flag\_1 = 0;

int l = 0;

while (!flag\_1 or l<t+t-1)

{

while (l < t + t - 1 and !flag\_1)

{

while (l<t and P[x1+1][y1]!=1 and P[x1-1][y1]!=1 and P[x1][y1+1]!=1 and P[x1][y1-1]!=1 and !flag\_1)

{

l++;

if (P[x1][y1] != 0)

flag\_1 = 1;

if (P[x1 + 1][y1] == 1 or P[x1 - 1][y1] == 1 or P[x1][y1 + 1] == 1 or P[x1][y1 - 1] == 1)

flag\_1 = 1;

x1++;

y1 -= 1;

}

while ( l < t + t - 1 and P[x1 + 1][y1] != 1 and P[x1 - 1][y1] != 1 and P[x1][y1 + 1] != 1 and P[x1][y1 - 1] != 1 and !flag\_1)

{

l++;

if (P[x1][y1] != 0)

flag\_1 = 1;

x1++;

y1++;

}

break;

}

break;

}

l = 0;

x1 = x;

y1 = y;

if (!flag\_1)

{

while (l <t-1 ) {

P[x1][y1] = 1;

l++;

x1++;

y1 -= 1;

}

while (l < t + t - 1)

{

P[x1][y1] = 1;

l++;

x1++;

y1++;

}

}

else

{

cout << "Не получится";

}

}

int main()

{

srand(time(0));

ofstream f("myfile.txt");

setlocale(LC\_ALL, "rus");

for (n = 100; n <= MAX\_SIZE; n += 100)

{

P = new int\* [n];

for (int i = 0; i < n; i++)

{

P[i] = new int [n];

for (int j = 0; j < n; j++)

{

P[i][j] = 0;

}

}

int x = rand() % 5;

int y = rand() % 5;

int t = rand() % 5;

F(x,y,t);

int k = S();

cout << "n=" << n << ": " << k << endl;

f << "n=" << n << ": " << k << endl;

}

}

Программа записывает в файл результаты в следующем виде:

![](data:image/png;base64,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)

График роста среднего количества операций для сложности (объема) исходных данных *n* в диапазоне от 100 до 1000 выглядит следующим образом:

Анализ зависимости:

Решаем задачу анализа методом неопределенных коэффициентов. Полученный в результате расчетов график очень близок к графику зависимости

, где *n* > 0

Найдем неизвестные коэффициенты *a*, *b*, *c*.

Поскольку параболу можно построить по трем точкам, возьмем некоторые три точки на графике (*n* = 100, *y* = 10209); (*n* = 200, *y* = 40600); (*n* = 300; *y* = 90900) и решим систему из 3 уравнений

a = 0.99545, b = 5.275, c = – 273.

Возьмем приблизительные значения. Получим формулу вида:

, где *n* > 0.

**Вывод**: Средняя временная сложность T(n) алгоритма поиска изображений на квадратной картинке из *n2* элементов имеет вид

, где *n* > 0.